DATA STRUCTURES LAB FINAL

**Name:** Ahmed Kasteer

**Roll Number**: 20F-0336

**Question 1:**

//QUESTION 1 LINKEDLIST

#include <iostream>

using namespace std;

struct Node

{

Node \* next;

int value;

};

Node\* head = NULL;

class Linkedlist

{

public:

Linkedlist()

{

int val = 0;

Node\* head = NULL;

}

~Linkedlist()

{

}

void insert(Node \* &head,int val)

{

Node \*newNode = new Node;

newNode->value = val;

if (head = NULL)

{

head = newNode;

}

newNode->next= head;

head = newNode;

if (val== newNode->value)

{

cout << "Value is already inserted into linkedlist and can't be duplicated" << endl;

}

}

void search(Node\* head, int val)

{

Node\* temp = head;

while (temp->next != NULL)

{

if (val == temp->value)

{

cout << "Value Found" << endl;

}

else

{

cout << "Value not found" << endl;

}

temp = temp->next;

}

}

void display(Node\* head)

{

Node\* temp = head;

while (temp->next != NULL)

{

cout << temp->value << endl;

temp = temp->next;

}

}

};

int main()

{

Linkedlist obj;

obj.insert(head,13);

obj.insert(head, 32);

obj.insert(head, 1);

obj.insert(head, 12);

obj.insert(head, 12);

obj.search(head, 44);

obj.display(head);

system("pause");

return 0;

}
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**Question 2:**

#include <iostream>

#include <string>

using namespace std;

class Stack

{

public:

string expression;

char value;

int top;

int size;

int \* stacksize = new int[size];

char arr[20];

Stack()

{

size = 0;

top = -1;

expression = "";

value = ' ';

}

bool isEmpty()

{

if (top == -1)

{

return true;

}

}

bool isFull()

{

if (top = size - 1)

{

return true;

}

}

void inputExpression()

{

cout << "Input expression" << endl;

cin >> arr[20];

for (int i = 0; i < 20; i++)

{

if (arr[i] == 'A' || arr[i] == 'B' || arr[i] == 'C' || arr[i] == 'D')

{

push(arr[i]);

}

else if (arr[i] == '+' || arr[i] == '-' || arr[i] == '\*' || arr[i] == '/')

{

pop(arr[i]);

pop(arr[i]);

}

expression = value;

push(expression);

}

}

void push(string val)

{

if (top != size -1)

{

stacksize[top] = val;

top++;

}

else

{

cout << "stack overflow" << endl;

}

}

void pop(string val)

{

if (top == -1)

{

cout << "Stack underflow" << endl;

}

val = stacksize[top];

top--;

}

void display()

{

for (int i = -1; i < size; i++)

{

cout << stacksize[i] << endl;

}

}

};

int main()

{

cout << "Input size" << endl;

Stack obj;

cin >> size;

cout << "Input expression" << endl;

getline(expression , cin);

obj.display();

system("pause");

return 0;

}

**Question 3:**

//\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\* IMPORTANT INSTRUCTIONS \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*//

// NOTE:- YOU SHOULD NOT ALTER THE PROVIDED CODE. JUST ADD YOUR LINES OF CODE /\*\*\*\* WRITE CODE HERE \*\*\*\*\*/ IS MENTIONED.

// IF YOU TRY TO CHANGE THE CODE, YOU WILL GET ZERO MARKS

// THE REQURIED LINES OF CODE IS ALSO PROVIDED WITH /\*\*\*\* WRITE CODE HERE \*\*\*\*\*/

// DON'T EXCEED THE REQUIRED NUMBER OF LINES, WILL BE GET ZERO MARKS OTHERWISE.

#include <iostream>

using namespace std;

// To heapify a subtree rooted with node i which is

// an index in arr[]. n is size of heap

void heapify(int arr[], int n, int i)

{

int largest = i; // Initialize largest as root

int l = 2 \* i + 1; // left = 2\*i + 1

int r = 2 \* i + 2; // right = 2\*i + 2

/\*\*\*\* WRITE CODE HERE \*\*\*\*\*/

// If left child is larger than root (~2 Lines Max.)

largest = (l < largest) ? l : largest;

/\*\*\*\* WRITE CODE HERE \*\*\*\*\*/

// If right child is larger (~2 Lines Max.)

largest = (r > largest) ? r : largest;

/\*\*\*\* WRITE CODE HERE \*\*\*\*\*/

// If largest is not root (~2 Lines Max.)

if (largest != i) {

largest = (l > r) ? l : r;

}// End if

} // End Heapify

// main function to do heap sort

void heapSort(int arr[], int n)

{

// Build heap (rearrange array)

for (int i = n / 2 - 1; i >= 0; i--)

heapify(arr, n, i);

// One by one extract an element from heap

// Move the Root to an end of array (In-Place Sorting)

//Rebuild the Heap

/\*\*\*\* WRITE CODE HERE \*\*\*\*\*/

for (int i = n - 1; i > 0; i--) {

//(~ 2 Lines Max.)

i = i + 1;

heapify(arr, n, 1);

}

}

/\* A utility function to print array of size n \*/

void printArray(int arr[], int n)

{

for (int i = 0; i < n; ++i)

cout << arr[i] << " ";

cout << "\n";

}

// MAIN METHOD

int main()

{

int arr[] = { 12, 11, 13, 5, 6, 7 };

int n = sizeof(arr) / sizeof(arr[0]);

/\*\*\*\* WRITE CODE HERE \*\*\*\*\*/

// Call heap-sort routine nd rebuild the heap is required (~2 Lines Max.)

heapSort(arr, 5);

heapify(arr, 5,0);

}// END MAIN

![](data:image/png;base64,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)

Not displaying..

**Question 5:**

#include<iostream>

using namespace std;

struct node {

int data;

node\* left;

int balancefactor;

int height;

node\* right;

};

class AVL

{

node \* root;

node\* getHeight(int a, int b)

{

if (a > b)

{

return;

}

}

node\* makeEmpty(node\* t) {

if (t == NULL)

return NULL;

{

makeEmpty(t->left);

makeEmpty(t->right);

delete t;

}

return NULL;

}

node\* insert(int x, node\* t)

{

if (t == NULL)

{

t = new node;

t->data = x;

t->left = t->right = NULL;

}

else if (x < t->data)

t->left = insert(x, t->left);

else if (x > t->data)

t->right = insert(x, t->right);

return t;

}

// now implementing rotations:

// right rotation with subtree managing

node \* rightrotation(node \* y)

{

node \* x = y->left;

node \* t2 = x->right;

x->right = y;

y->left = t2;

x->getHeight = int max(getHeight(x), getHeight(y)) + 1;

y->getHeight = int max(getHeight(y), getHeight(x)) + 1;

return y;

}

// single left rotation with subtree managing

node\* leftrotation(node\*x)

{

node\* y = x->right;

node\*t2 = y->left;

y->left = x;

x->right = t2;

y->getHeight = int max(getHeight(x), getHeight(y)) + 1;

x->getHeight = int max(getHeight(y), getHeight(x)) + 1;

}

//getting balanceFactor

node \* getBalanceFactor(node\*p)

{

if (p == NULL)

{

return p;

}

// right rotation

if (balancefactor > 1 && value < node->left->value)

{

rightrotation(node->right);

}

//left rotation

if (balancefactor < -1 && value > node->right value)

{

leftrotation(node->left);

}

// LR ROtation

if (balancefactor > 1 && value > node->left->value)

{

right->node = rightrotation(right rotation);

return leftrotation(left->rotation);

}

// RL Rotation

if (balancefactor < -1 && value < node->left->value)

{

left->node = rightrotation(left->rotation);

return rightrotation(right->rotation);

}

}

// checking balance factor

};

class BSTTOAVL {

node\* root;

node\* makeEmpty(node\* t) {

if (t == NULL)

return NULL;

{

makeEmpty(t->left);

makeEmpty(t->right);

delete t;

}

return NULL;

}

node\* insert(int x, node\* t)

{

if (t == NULL)

{

t = new node;

t->data = x;

t->left = t->right = NULL;

}

else if (x < t->data)

t->left = insert(x, t->left);

else if (x > t->data)

t->right = insert(x, t->right);

return t;

}

node\* findMin(node\* t)

{

if (t == NULL)

return NULL;

else if (t->left == NULL)

return t;

else

return findMin(t->left);

}

node\* findMax(node\* t) {

if (t == NULL)

return NULL;

else if (t->right == NULL)

return t;

else

return findMax(t->right);

}

node\* remove(int x, node\* t) {

node\* temp;

if (t == NULL)

return NULL;

else if (x < t->data)

t->left = remove(x, t->left);

else if (x > t->data)

t->right = remove(x, t->right);

else if (t->left && t->right)

{

temp = findMin(t->right);

t->data = temp->data;

t->right = remove(t->data, t->right);

}

else

{

temp = t;

if (t->left == NULL)

t = t->right;

else if (t->right == NULL)

t = t->left;

delete temp;

}

return t;

}

void inorder(node\* t) {

if (t == NULL)

return;

inorder(t->left);

cout << t->data << " ";

inorder(t->right);

}

node\* find(node\* t, int x) {

if (t == NULL)

return NULL;

else if (x < t->data)

return find(t->left, x);

else if (x > t->data)

return find(t->right, x);

else

return t;

}

public:

BSTTOAVL() {

root = NULL;

}

~BSTTOAVL() {

root = makeEmpty(root);

}

void insert(int x) {

root = insert(x, root);

}

void remove(int x) {

root = remove(x, root);

}

void display() {

inorder(root);

cout << endl;

}

void search(int x) {

root = find(root, x);

}

};

int main() {

BSTTOAVL t;

t.insert(20);

t.insert(25);

t.insert(15);

t.insert(10);

t.insert(30);

t.display();

t.remove(20);

t.display();

system("pause");

return 0;

}